Is $2^{255} - 19$ big enough?

Generate public keys on a “strong” elliptic curve $E$ over the field $\mathbb{Z}/(2^{255} - 19)$. Is that safe?

“Size does matter!”

What marketing says

56-bit crypto: Broken.
128-bit crypto: Okay.
256-bit crypto: High security!
512-bit crypto: Broken.
1024-bit crypto: Shaky.

$2^{255} - 19$ must be, um, 256 bits. Fantastic!
Best possible security level.
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Given $H(k) = \text{AES}(0)$, find using $\approx 2^{127}$ AES evaluations.

Given $H(k_1), H(k_2)$, find all $k_i$ using a total of $2^{127}$ AES evaluations.

Or find some $k_i$ using $2^{87}$ AES evaluations.

Standard algorithms have negligible communication and perfect parallelization: see, e.g., cr.yp.to/papers.html #bruteforce
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Finding some key is as hard as finding first key: $\approx 2^{127}$ additions. Easily prove by random self-reduction.
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